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ACORN Generators - background

• ACORN – a method for generating pseudo-random numbers uniformly distributed on the unit interval
  – straightforward to implement for arbitrarily large order $k$ and modulus $M=2^{30t}$ (integer $t$)
  – long period sequences which can be proven to approximate to uniformity in up to $k$ dimensions
  – theoretical analysis also supported by extensive empirical testing

• Discovered by RSW in the mid-1980s and first published in 1989 [ref 1].

• This seminar is based on a poster presented at a recent meeting at the Royal Society in April 2019 [ref 2]; have now incorporated some additional results of testing carried out in last few months and drawn some more detailed conclusions.

• See also the website http://www.acorn.wikramaratna.org/ for more background

Definitions

Let $k$ be a finite, strictly positive integer. The $k$-th order Additive Congruential Random Number (ACORN) generator is defined from an integer modulus $M$, an integer seed $Y^0_0$ satisfying $0 \leq Y^0_0 < M$ and an arbitrary set of $k$ integer initial values $Y^m_0$, $m = 1, ..., k$, each satisfying $0 \leq Y^m_0 < M$ by the equations

$$Y^0_n = Y^0_{n-1} \quad n \geq 1$$

$$Y^m_n = [Y^{m-1}_n + Y^{m-1}_{n-1}] \mod M \quad n \geq 1, m = 1, ..., k$$

where $[Y] \mod M$ means the remainder on dividing $Y$ by $M$.

Finally, the sequence of numbers $Y^k_n$ can be normalised to the unit interval by dividing by $M$

$$X^k_n = [Y^k_n/M] \quad n \geq 1$$

It turns out [3, 4, 5, 6] that the numbers $X^k_n$ defined by equations (1) - (3) approximate to being uniformly distributed on the unit interval in up to $k$ dimensions, provided a few simple constraints on the initial parameter values are satisfied

• modulus $M$ needs to be a large integer (typically a prime power, with powers of 2 offering the most straightforward implementation); increasing modulus leads to improved statistical performance

• seed $Y^0_0$ and modulus chosen to be relatively prime (which means that their greatest common divisor is 1; for $M$ a power of two this requires only that the seed is odd)

• initial values $Y^m_0$, $m = 1, ..., k$ can be chosen arbitrarily

The period length of resulting ACORN sequence can be shown to be a multiple of the modulus.

References [3], [4], [5], [6] – see next slide
References – [3], [4], [5], [6]


ACORN Generators and Pascal’s Triangle

• The ACORN generator turns out to have a close link with Pascal’s triangle.

• Numbering diagonals from 0 through \( k \), the terms in \( k \)-th diagonal turn out to be a particular special case of a \( k \)-th order ACORN sequence.

• Hence sequence formed by taking the terms in the \( k \)-th diagonal modulo \( M \) (where \( M \) is a large power of 2) and dividing by \( M \) is a periodic sequence with period a multiple of \( M \) and approximates to uniform distributed in \( k \) dimensions.

• This is one example of some fascinating mathematical properties that can be demonstrated or proved for the ACORN sequences
  – Other examples in the references [1-6].
Pascal’s Triangle

Rows give relative frequencies of heads and tails with \( N = 5 \) coins:

\[(5h, 4h1t, 3h2t, 2h3t, 1h4t, 5t)\]

If \( M = 2^s \), large \( s \), the sequence \( \frac{\left\lfloor y^k_n \right\rfloor \mod M}{M} \) is periodic with long period \( (> M) \); approximates to uniform distribution in \( k \) dimensions on unit interval – an example of ACORN sequence; here with \( k = 3 \)

ACORN Pseudo-random Number Generator (1980s) – turns out to have close links to Pascal’s triangle

Underlying illustration of Pascal’s Triangle from ‘The Giant Colour Book of Mathematics’ published by Paul Hamlyn, 1960
Augmented Pascal’s triangle (modulo $M$, a large power of 2)
ACORN triangle (all additions modulo $M$, a large power of 2).
If $Y^0=1$ and $Y^k_0=0$ (for $k=1, 2, ...$) this gives Pascal’s triangle modulo $M$.

ACORN Pseudo-random Number Generator (1980s) – turns out to have close links to Pascal’s triangle

If $M = 2^s$, large $s$, the sequence $\frac{Y^k_n \mod M}{M}$ is periodic with long period ($>M$); approximates to uniform distribution in $k$ dimensions on unit interval – an example of ACORN sequence; here with $k=3$.
Implementation

ACORN generator is straightforward to implement - a few tens of lines in high-level computer languages such as Fortran or C.

Example is in Fortran; with 32-bit integers (as shown) it allows a modulus up to $2^{60}$; by using 64-bit integers it would allow modulus up to $2^{120}$ with minimal modification to source code.

This is simplest and most easily understood implementation; significantly faster implementation is possible while still producing identical sequences for any specified initialisation. It can be extended to allow larger order by straightforward modifications to the common block.

After appropriate initialisation of the common block, each call to the function ACORNJ generates a single variate drawn from a uniform distribution on the unit interval.
Software Library Implementations


• A version of ACORN algorithm also included in the GSLIB geostatistical software library, Deutsch and Journel [10].


TestU01 Test Suite

TestU01 package has been described by L’Ecuyer and Simard [10]. Considered application of empirical tests of uniformity and randomness to sequences generated by a wide range of algorithms - developed a comprehensive set of empirical tests designed to detect undesirable characteristics in such sequences. L’Ecuyer and Simard present results of applying the TestU01 tests to a large number of different sequences, identifying generators that pass all the tests (collectively called the BigCrush test battery), as well as identifying many generators (including some that are widely used) having serious deficiencies in respect of certain specific tests. Results presented are for ACORN generators (which were not included among generators considered by L’Ecuyer and Simard) were obtained using the latest version 1.2.3 of TestU01. The BigCrush battery of tests calculates 180 different test statistics for each sequence that is tested, making use of some $2^{38}$ pseudo-random numbers from each sequence. We follow L’Ecuyer and Simard in defining a “failure” to be a $p$-value outside the range $[10^{-10}, 1-10^{-10}]$ with a “suspect” value falling in one of the ranges $[10^{-10}, 10^{-4}]$ or $[1-10^{-4}, 1-10^{-10}]$.

Results with TestU01

• Results shown are the average number of ‘failures’ (black bars) and ‘suspect values’ (grey bars) obtained with nine different seeds and initialisations (plotted on the x-axis) for ACORN generators with order \(8 \leq k \leq 25\) (plotted on the y-axis) and three values of modulus \(M=2^{60}, M=2^{90}\) and \(M=2^{120}\).

• In effect, the **only constraint** on the initialisation for the nine cases selected for testing was that in each case the seed be a different odd integer less than the modulus; initial values were assigned arbitrarily, in general not all zeroes. Results of testing show improvement of the overall results with increasing modulus.
  — Some very straightforward and simple constraints on initialisation appear to “guarantee” passing all the tests – this is work in progress

• Results for the first seven cases were included in reference [2]; the final two cases represent new results added in the last 2 months.

• Each run of BigCrush requires some \(2^{38}\) pseudo-random variates and takes about 6 cpu hours to run; nine cases (initialisations) times 18 orders (8 to 25 inclusive) requires about 1000 cpu hours to generate each figure on the next three slides
  — Fortunately my laptop has four cores and is happy to work overtime while I am sleeping!

• Corresponding results obtained for the Mersenne Twister MT19937 generator, are shown by the dotted line on the figures.
TestU01 BigCrush Results – average for 9 different ACORN generators with modulus $2^{60}$

Dotted line shows corresponding MT19937 result
TestU01 BigCrush Results – average for 9 different ACORN generators with modulus $2^{90}$

Dotted line shows corresponding MT19937 result

$M = 2^{90}$
TestU01 BigCrush Results – average for 9 different ACORN generators with modulus $2^{120}$
Discussion

• With $M=2^{120}$ and $k \geq 9$, ACORN generators passed all the BigCrush tests for each of the 9 different seeds and initialisations tested, with only very occasional ‘suspect values’

• With $M=2^{90}$ and $k \geq 9$, ACORN generators passed all the BigCrush tests for each of the 9 different seeds and initialisations tested, only marginally more ‘suspect values’ than for $M=2^{120}$

• With $M=2^{60}$ and $k \geq 9$, ACORN generators failed on average no more than two of the BigCrush tests across the 9 different seeds and initialisations tested

• This contrasts with corresponding results obtained for the widely-used Mersenne Twister MT19937 generator, which consistently failed on (at least) two of the tests in both the Crush and BigCrush test suites, regardless of starting point.
Comparison of ACORN and MT19937

Mersenne Twister, MT19937

- Execution time ~ $10^{-8}$ seconds per call
- Period $2^{19937-1}$
- Single sequence; consistently fails 2 of the TestU01 BigCrush tests, regardless of starting point chosen (some starting points are significantly worse)
- PROBLEM: What to do in the future if application requires “better quality” pseudo random numbers

ACORN, Order 9 (or more), Modulus $2^{120}$

- Execution time ~ $10^{-8}$ seconds per call
- Period greater than $2^{120}$ (a known multiple of modulus)
  - this is more than enough to outlast any conceivable processor
  - time to make $2^{30}$ calls is ~ 8 seconds; to make $2^{60}$ calls would be ~ 300 years
- Choice of more than $2^{100}$ different sequences of each order which might “reasonably be expected” to pass all the TestU01 BigCrush tests — work in progress to demonstrate this
  - More than enough choices to use a different ACORN sequence that passes all TestU01 tests on every processor in existence now and on every conceivable future processor
- SOLUTION: If future applications require “better quality” pseudo random numbers, can increase order and increase modulus as require to give $k$-distributed prn, for any desired $k$
  - Execution time scales as ~ $k \log_2 M$
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Conclusions

• ACORN generators have been shown to reliably pass all the tests in the TestU01 BigCrush test suite for order between 9 and 25, modulus $2^{120}$ and a very wide range of different initialisations; every odd value for the seed gives rise to a different sequence with the same statistical properties

• Statistical performance is better than some very widely used generators (including the Mersenne Twister MT19937) and comparable to the best currently available methods

• ACORN generators are amenable to theoretical analysis, and have been shown to give rise to some very interesting mathematics
  – A $k$-th order ACORN generator can be proved to approximate to being $k$-distributed; this approximation improves with increasing modulus (in a sense it “converges” to $k$-distributed)
  – Have recently demonstrated a surprising link between ACORN sequences and Pascal’s triangle

• ACORN sequences are worthy of further study!

• Happy to discuss further with anybody who is interested